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Abstract: The cost of the software development is high and there is a need to automate parts or all activities of the software development to reduce the development costs. In this work, the User Interface (UI) design is automated and UIs are generated for language-independent code from Unified Modeling Language (UML) diagrams. These diagrams are used to generate both the content of the UIs and the navigation through the use interfaces. Based on end-user feedback, the UML diagrams and the UI prototype can be iteratively refined. To demonstrate this work, a tool that automates the generation of UI prototype is built. The tool generates a prototype that is coded using an eXtensible Markup Language (XML) called the UI Markup Language (UIML). The proposed approach is validated and UIs are generated for two case studies.
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1. Introduction

Software systems are becoming larger and more complex and the cost of software development is a success factor. There is a need to have a set of Computer Aided Software Engineering (CASE) tools that automate software development and reduce the software development cost. Various tools already exist to automate software development activities such as software design, automatic code generation and testing automation. Software engineers use iterative methods to build quick prototypes to represent the stakeholder needs. They usually build prototypes to gather the feedback from customers and end-users at early stages of the software development cycle. A prototype is an initial version of a software system that can be used to help find more about the software requirements. In addition, creating a prototype helps developers to control the software development costs and allows the stakeholders to experiment the software in early stages of the development process [23]. The software prototype can serve many purposes. In the requirement engineering process, prototypes can help the developers in the elicitation and the validation of the system requirements, allow users to see how a system supports their work and propose new or modify system requirements. Furthermore, as the prototype is developed, it may reveal errors and omissions in the proposed requirements. A functional description of the software specifications may seem well-defined and useful. However, when specifications are reviewed, the users may find incorrect and incomplete requirements. In the system design process, developers build a prototype to check the feasibility of a proposed design and to support User Interface (UI) design. Prototyping can also, serve as an early input to produce the user documentaries and to train end users even before the release of the software. In human-computer interaction, prototypes are built to provide early hands-on experience to users and to assess various usage environments [24].

Several papers have discussed different methods for generating UI prototypes from Unified Modeling Language (UML) diagrams [4, 5, 10, 11, 12]. However, in these studies the UIs were generated for a particular language (e.g., Java, eXtensible Markup Language (XML), HTML and C++) and a particular platform (e.g., Windows or Linux). Each language has its own syntax, abstractions and applications. For example, HTML is used to develop web pages (document style), while JavaScript is used to handle user events. These languages are not necessarily platform-independent. Using a specific language to implement UIs may cause many problems with peripherals of different screen sizes such as handheld devices [2]. Therefore, software developers need to design and build a completely separate UI prototype for each platform. The aim of this research is to propose a new approach to generate a language-independent UI from UML diagrams. We propose to use UML because it is easier to understand and communicate using graphical notations [8, 22]. We aim to build a tool that implements the underlying approach and then exercise it on real software models. The tool generates the UI prototype in an XML-based language called the UI Markup Language (UIML). The research objectives are summarized as follows: Identify the necessary UML diagrams that could be used in the process to develop Graphical User Interfaces (GUI) without the need to add any extended diagrams; build a tool (UI-gen), as a result of the
proposed approach, that automates the generation of UIs. The tool produces UIs represented in an XML-based language called UIML, which provides a general-purpose presentation of UIs that is implementation-independent from operating systems and platforms [1, 19] and demonstrate the feasibility of our approach by running the generated UI prototypes for some target platforms. In the rest of this paper, we discuss the related work in section 2, we provide the details of the research approach in section 3 and we discuss the results and the case studies in section 4 and finally we conclude our work in section 5.

2. Related Works

Different methods have been suggested for deriving the UI from the specification of the application domain. Nichols has suggested a new system (personal universal controller) for automatic generation of two types of UIs, graphical and speech interfaces for Personal Digital Assistants (PDAs) or mobile phones using the abstract specification [19, 20]. Almendros and Iribarne [5] have proposed a new method for mapping use case models into graphical UI design and they used the use case model to identify the requirements of the system and used the activity diagrams to describe use cases. In another study, Almendros and Iribarne [4] described how they modeled UIs by using specialized UML diagrams. They defined a new kind of UML diagrams for modeling UIs based on use case diagrams. Elkoubi et al. [11] have suggested a new requirement engineering process to generate a UI prototype from the scenarios and formal specifications of an application under development. In another study, Elkoubi and Keller [10] suggested another process that generates a UI prototype from scenarios and yields a formal specification of the system as high-level Petri nets. Xia and Zhang [25] introduced the generation of UIs only from use cases that combine both the concept of modeling using a use case model and the concept of the data flow diagram. The previous approaches have many limitations. First, some approaches assume changes in UML language which is a standard language for modeling software systems and developers may not be aware of these changes. Second, the portability of the generated UIs is very weak; they assume a language dependent UIs on specific platforms which limits the work to few languages. On the other hand, the proposed approach in this work generates the UI prototype in an XML-based language which provides a general-purpose presentation of UIs that are implementation-independent of operating systems and platforms. We do not define any extended UML diagrams, so our approach can be integrated with existing CASE tools without further modifications.

3. Research Methodology

In this section, we propose an iterative prototyping process. The process starts with analyzing and designing UML models. Figure 1 shows the activities of the UI development process. The process starts with the developers designing UML diagrams that represent the requirements of the system under development. The UML diagrams then are used as input to generate the prototype throughout a series of transformations that produces the UIML code. The UIML code represents the UI in two perspectives: Content and structure (user navigation). We use special tools to render the UIML code. The resulting UIs can be evaluated and refined for the next iteration if needed. In the following, we describe the main activities in this process.

3.1. Designing UML Diagrams

The system analysis and design is composed of a set of UML diagrams that are annotated with UI objects. UML is considered simultaneously with graphical UI design [17, 21]. In this work, the use case diagram is used to visualize the interactions between users and the system. The details of a particular use case are visualized using a collaboration diagram, which also, depicts the relationship between a use case and the elements of the class diagram. The class diagram and the state transition diagrams are vital to discover the static (interface contents) and dynamic (navigation map) aspects of the prototype. A UI is composed of many interface objects that are derived through multi-step process. The users interact with the system using different interface objects, for example inserting or receiving data. The system analyst draws the use case diagram that represents the different interactions between the actors and the system. For each actor, the analyst draws the collaboration diagrams for all use cases based on objects in the class diagram. To ease prototyping, we assume that the system analyst should add a stereotype <<enduser>> to the actors that represent a personal end user; otherwise an actor can be a device or an external system. The analyst should draw the class diagram for the system to show data and functions of the system. The system analyst should add a stereotype <<UI>> for each class that is related to interface objects. The analyst should model all interactions with interface objects using one or many State Diagrams (SD). The system analyst should show the link between a state and a use case by adding the name of the use case as a stereotype for its relevant state. A state transition consists of action, guard and event. The analyst should add to each state an action that is composed of a name and a list of parameters. The analyst can describe user interactions by adding one of the stereotypes <<inputdata>>, <<outputdata>>
and <<useraction>>. An event is used when triggered by a specified guard condition. These UML diagrams are visualized using ArgoUML. ArgoUML provides the building blocks for serializing UML data textually, by exporting the UML model to an XML-based language, i.e., XMI. XMI is an open industry standard that applies XML to abstract systems such as UML models. It is used to capture and express the relationships in UML models, while discarding most of the visual details of a particular UML diagram.

3.2. UI Prototype Generation

After completing the UI modeling, the analyst exports the XMI file for all models and uses it as an input to generate a prototype. A prototype has two different components, static (interface content) and dynamic (navigation between UIs).

3.2.1. UI Content

Interface content is generated from information in state transitions based on rules which are adapted from [7, 14, 16]. There are three steps to generate interface contents from state transitions. First, generating a Directed Graph of Transitions (DGT). Second, masking interactive transitions. Third, generating prototype screens from the interactive transitions signals.

- Generating a DGT: This operation derives a DGT in a SD. Nodes in the DGT represent the transitions of the SD. If the target state of a transition T1 is the source state of transition T2, then there is an edge between node t1 and node t2 in DGT. In addition, a list of initial nodes (initialNodeList) is generated that contains the entry nodes of each DGT, for example, t1 in Figure 3 represents the entry node. The entry nodes are the transitions that come from the initial state of the SD. Figures 2 and 3 show a SD of login operation and their representation in the DGT.

- Masking Interactive Transitions: Transitions in the SD can be divided into two types. Interactive transitions and non-interactive transitions based on the transition signals. The non-interactive transitions have no effect on the UI contents, therefore all nodes that come from non-interactive transitions are removed from the DGT, as well as the incoming and outgoing edges of this node.

- Generating Prototype Screens from Masked DGT: Figure 2 shows an example of how a structured SD looks like. Each node in the DGT is converted to a user screen based on its signal (action, event and guard). To produce UI contents, if the signal is a <<useraction>> then the parameter type is not important and a button widget is generated for all user interactions. If the signal is an <<inputdata>> or <<outputdata>> then the content depends on the parameter type as shown in Table 1.

![Figure 2. Login state transition diagram for three states (s1, s2, s3).](image)

![Figure 3. DGT of login SD.](image)

Table 1. The mapping of parameter types to graphical widgets.

<table>
<thead>
<tr>
<th>Signal</th>
<th>Parameter Type</th>
<th>Graphical Widget</th>
</tr>
</thead>
<tbody>
<tr>
<td>&lt;&lt;useraction&gt;&gt;</td>
<td>Not Important</td>
<td>Button</td>
</tr>
<tr>
<td>&lt;&lt;inputdata&gt;&gt;</td>
<td>A Primitive or a String</td>
<td>An Enabled Text Field</td>
</tr>
<tr>
<td>Enumeration Values &lt;= 6*</td>
<td>A Group of Radio Buttons</td>
<td></td>
</tr>
<tr>
<td>Multiple Values (e.g., array)</td>
<td>An Enabled List</td>
<td></td>
</tr>
<tr>
<td>A Boolean</td>
<td>An Enabled Check Box</td>
<td></td>
</tr>
<tr>
<td>&lt;&lt;OutputData&gt;&gt;</td>
<td>No Data</td>
<td>A Label Widget and theCaption is the Action Name:</td>
</tr>
<tr>
<td>A Primitive Data Type or a String</td>
<td>A Disabled Text Field</td>
<td></td>
</tr>
<tr>
<td>Multiple Values (e.g., array)</td>
<td>A Disabled List</td>
<td></td>
</tr>
</tbody>
</table>

*6 radio buttons are arbitrary choice of the authors

3.2.2. UI Navigation

The dynamic aspects of a UI are modeled in a masked DGT. The navigation has two types: Intra-navigation (within a masked DGT) and inter-navigation (between several masked DGT). For intra-navigation, each node in the masked DGT represents a screen. Navigations between screens are specified based on three conditions starting from the initial node: If the node has one outgoing edge then navigation goes directly to the next screen; if the node has more than one outgoing edge then a menu screen is generated to switch between different screens and if there is no an outgoing edge, then there are two choices either the navigation reached the last possible screen (leaf screen) or the system navigates to another masked DGT (inter-navigation).

For inter-navigation, we integrate the masked DGT’s using the use case diagram. The integration is done based on the following rules:

- **Rule 1**: If there is an end-user actor connected to more than one use case, a screen is generated that has a menu providing as options the different navigations for each associated use case.

- **Rule 2**: If there is a generalization/specialization relationship between two actors p and q (p is special kind of q), then all prototypes that are generated for the q actor will be inherited by the actor p.

- **Rule 3**: If there is a generalization/specialization relationship between use cases, then an interface for each special uses case is generated. The parent has a menu that navigates to all special ones.

- **Rule 4**: If there is an include relationship between two use cases and both of them are associated with
the actor, then the prototype of the included use case will be inherited by the other use case.

- **Rule 5**: If there is more than one actor then a new screen will be generated. This screen has a menu providing, as options, the different navigations for each actor.
- **Rule 6**: Finally, the main screen of each actor can be derived in two ways: First, if the actor is associated with multiple use cases, then the screen that is generated by using the (rule 1) is considered the main screen. Second, if the actor is associated with only one use case, then the screen that is derived from this use case is considered the main screen.

### 3.3. UIML Prototyping and Rendering

We use a tool to render the generated platform-independent UI prototype into high level languages like C#, Java and C++. We use open-source software, liveview\(^1\), to render the UIML documents of the generated UI prototype into C# language [18]. UIML can have several renderings into several programming languages [3, 13, 15]. We use the .NET framework, C# language to build the UI-gen tool which automates the generation of UIs. UI-gen takes UML diagrams that are presented in an XMI file as an input and produces UIs in a UIML. In the appendix we show examples of both the XMI for a UML diagram and the XMI that represents UIML language.

### 4. UI Prototype Evaluation

Two case studies are evaluated, the Automatic Teller Machine (ATM) and the Wheel system.

#### 4.1. The ATM Case Study

The ATM provides many services that are specified in UML diagrams [6]. Figure 4 represents the ATM use case diagram. The main use cases in the ATM are: A session is started when a customer inserts an ATM card number. Then, ask the customer to enter his/her password. If the card number or the password is invalid an error screen is displayed. A transaction use case is started within a session when the customer chooses a transaction type from a menu of options. A withdrawal transaction asks the customer to insert account number to withdraw from and to insert the amount of money. A deposit transaction asks the customer to insert account number to deposit to and to insert the amount of money. A transfer transaction asks the customer to insert two account numbers (from and to) and the amount of money. An inquiry transaction asks the customer to insert the account number to inquire about. Figure 5 describes part of the basic structure of the class diagram. Figure 6 describes the SD of the session class. These diagrams are saved as XMI files which are exported into UI-gen. The tool transforms these files into UIML files using the proposed approach. A UIML renderer is then used to generate platform-specific interfaces. The results of the renderer are shown in Figures 7 and 8. Figure 7 shows the main screen welcome screen, the login screen which asks the end-user to insert a card number. After clicking next, a password screen appears. After the log in screen, the menu options screen appears. The next screen asks the user to choose one among several use cases. In Figure 8, we show the screens related to the withdrawal use case.

![Figure 4. ATM use case diagram.](image)

![Figure 5. ATM class diagram.](image)

![Figure 6. Session SD.](image)

![Figure 7. The main transaction](image)

![Figure 8. The scenario of withdrawal (three screens).](image)

---

\(^1\) http://research.edm.uhasselt.be/~gummy/#info
4.2. The Wheel System Case Study

The requirement specifications of the Wheel system were proposed originally in [9]. The specifications of this system are described using UML diagrams. Figure 9 show the main use case in the Wheel system. The tool transforms UML diagrams to UIML files. We used the .NET renderer again to generate C# interfaces. The results of the renderer are shown in Figures 10 and 11.

![Figure 9. Wheel system use case diagram.](image)

![Figure 10. Select customer type screen in wheel system.](image)

![Figure 11. Receptionist choice screen in wheel system.](image)

5. Conclusions and Future Work

In this research, we provided an underlying approach to generate UIs from UML diagrams. The approach analyzed the UML diagrams that represent an initial understanding of the system under development. To validate this approach, we built a tool UI-gen to transform UML diagrams specified in XML-based language into a UI language UIML. This tool provides a general-purpose presentation of UIs that are implementation-independent from operating systems and platforms. The resulting prototype is generated from UML diagrams. The process of generating these UIs should help developers in producing a rapid prototype that can help analysts in their negotiation with customers. The generation of the UIs requires no considerable efforts from the analysts and designers of the system under development. We successfully evaluated the tool on two case studies, the ATM and Wheel systems.

Limitations and Future Work: User prototypes can be used as a means of facilitating discussion about an existing or to propose a new system. Therefore, the models need not to be complete or correct for the purpose of prototyping. Finally, The case studies under consideration are from academia and may not represent all software application domains. In the future, we will define new UIML generic vocabulary and a renderer for many computer languages.
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