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Abstract: Software inspection models have been remarkable development in over the past four decades, particularly in the field of automatic inspection of software codes and electronic sessions. A small number of improvements have been made in the field of system analysis and design. The amount of using formal inspection model which is based on single check lists and physical or electronic sessions shows the decrease in interest in it. As inspection, in system analysis phase, is a man-centered issue, inspectors support using electronic tools will lead to higher efficiency of the inspection process. This paper proposes a comprehensive web-based tool aimed to accelerating the inspection process in the early phases of software development. In order to evaluate the efficiency of the proposed tool, two case studies were conducted to inspect the artifacts from six software projects of two software companies. Comparing the statistics related to the defects detected using this tool with those detected using the formal method shows the efficiency of the used tool.
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1. Introduction

The software testing methods which are being used in software development life cycle cannot detect all defects [16]. Researchers have shown that when software inspection is conducted in at all phases of software development, many artifacts are uncovered [1]. Therefore, using appropriate and professional methods for inspecting software, can lead to improvement in software.

In the past four decades, several methods have been proposed for inspecting software. Each method has its own domain, advantages and disadvantages. Most of the proposed inspection methods are based on the formal method proposed by Fagan [6]. In this method, inspectors personally inspect the software and the related documents. Participants in each inspection session include the product producer, an announcer, document reviewers, and the chairman of the session.

Improvements made in software inspection process in recent years have made it possible to carry out electronic inspection after than doing it manually. Several software programs have been proposed for inspecting the program codes automatically. Few researches, however, have been conducted to improve the inspection method, especially in the early phases of software development.

Researches show that defects which are not corrected in the early phases of software development are transferred to the later phases and could result in a 100% increase in expenses. In the early phases, most tasks are developmental in nature, and mainly involve human input (human ware). Therefore, software inspectors have crucial roles in every software inspection process [8].

2. Problem Background

According to Suma et al. [17], one of the key challenges to the IT industry is in engineering a software product that will have minimum post-deployment defects. Defect detection, especially in requirements analysis and design phases of software development life cycle dramatically reduces the quality costs [13]. Armour [2] stated that inspection is a way to produce high quality software. Tyran [18] stated that a software inspection is one of the most effective ways to promote quality and productivity in software development. He emphasized that the correction of a defect found early in development can result in the reduction of between 10 and 100 times of the cost to remove defects at the later stages [12].

3. Research Methodology

This section presents the methods used to carry out research. It also explains the research activities; the criteria used to evaluate the proposed software inspection model and discuss the internal and external validity to be satisfied. The research in this article aims to propose a new software inspection model, and its efficiency will be compared to the conventional model. The evaluation will be made based on the data
A new software inspection model was proposed after conducting a thorough review of the literature pertaining to software inspection. The proposed model was implemented using agile technique in the development of a tool Artifacts and Sessions Control System (ArSeC). ArSeC was used to collect data in two case studies. The criteria and metrics used to evaluate the proposed model were also defined for the case studies. The following sections explain the research activities in detail.

3.1. Activity 1: Proposing A New Software Inspection Model

While in the formal software inspection method, the defects detected are not classified, and the causes and effects of recognized defects are not documented in a structured manner [9]. A new and more efficient software inspection model is proposed to overcome the shortcomings of existing formal software inspection methods.

The design of the propose model is based on the recommendations made by prominent researchers in the area of software inspection. The proposed model is designed to detect and remove the defects in the first two phases of software development the requirements analysis phase and the design phase. The main reason for doing this is that defects in these two phases, if not detected and removed, could adversely affect the later phases of software development, especially in the coding phase. Another reason is that existing software inspection models cannot detect defects from the documents of these two phases [4].

The proposed model provides a database to store and keep track of defects found in the two phases. Thus, more defects can be detected as compared to the formal software inspection model. It can detect defects in the artifacts in the requirements analysis phase and the design phase regardless of the type of development method, tools, and technologies used.

The artifacts in the requirements analysis phase are usually the specification documents of the system [15]. In the design phase, the artifacts include the design specifications together with various design graphs and diagrams. The most significant feature of the proposed inspection model is that defects detected can be classified and stored in a database, and the information can be accessed using ArSeC. Inspectors can inspect the artifacts by focusing on the list of classified defects using checklists generated by ArSeC. The database also includes the causes and effects of a defect, and this facilitates the software inspection process as well as the Defect Removal (DR) process. The ability to add new defects into the classified defects database makes the database dynamic and up-to-date.

The database, which also stores frequently encountered defects, can be very useful to software inspectors to help them to detect defects easily and quickly. As ArSeC generates the inspection checklists and the defects found in the inspected software are also recorded using the tool, this reduces the inspection time and at the same time increases the productivity of competency of the inspectors.

3.2. Activity 2: Developing A Tool for Implementing the Proposed Model

The proposed software inspection tool, ArSeC can facilitate the software inspection process and improve the productivity of the inspectors. ArSec was developed using agile development technique under the .NET environment.

3.3. Activity 3: Evaluating the Proposed Software Inspection Model

To evaluate the proposed model, two case studies were conducted in two companies. The first case study conducted in a software company and the second one in an industrial company. Six software projects were inspected in each of the two companies. In each project, 48 artifacts in the requirements analysis phase and the design phase were inspected. The formal inspection process was first used to find the defects in the artifacts. The defects detected and the inspection times taken were recorded using ArSeC. The inspection process was then repeated using the proposed inspection model. Similarly, the inspection
data were collected and recorded using ArSeC. These two sets of data were compared to determine which of the two models is better at finding defects, reducing the inspection time and increasing the productivity of the inspectors.

To avoid bias and to ensure validity and reliability of the research, both inspections were done by the same group of three inspectors under the same environment and on the same artifacts. These inspection processes were repeated by another group of inspectors. This approach is used to prevent any bias that could result because of knowledge and experiences in software inspection among the software inspectors. Figure 2 shows the evaluation process of the proposed software inspection model.

Figure 2. Research roadmap.

4. Internal and External Validity

In any academic research, it is crucial to control the intervening variables in the results to make better interpretations [3]. Thus, the conditions must be prepared to ensure that different factors cannot threaten the internal and external validity. In this way, the researcher will be able to prevent or minimize adverse impact caused by any unexpected factors. The most significant factor in internal validity is compatibility and sustainability tools to measure the metrics. Using ArSeC, a common database is provided and this eliminates the need for this intervening variable. Also, having trained inspectors to conduct the case studies will ensure the internal validity of the study. Common artifacts which are inspected by formal and proposed model support internal validity from another aspect. Finally, the case studies conducted the a same period time and the same conditions, so the time factor which might impact on the results.

The findings of the research can be generalized, if more case studies and more software projects are considered. This invariably involves more different more settings and to a larger number of variables, thereby, the research will have higher external validity. The Implementation of the proposed model in the different projects satisfies the external validity of the research. The external validity of the study can be further enhanced by choosing different artifacts in each project.

5. Pioneer Inspection Model

The proposed software inspection model performs defects removal as an important task of inspection. It also exploits the capabilities of a collaborative system ArSeC. There is continuous process improvement due to the creation of swap iteration in the inspection model kernel. Making and modifying some rules related to defects, adds intelligence and learning capabilities to the model. In order to validate the model, it is implemented in a real software inspection project. The model consists of four important phases: preparation; defect plan design; generative inspection procedures; and inspection process evaluation as shown in Figure 3.

Figure 3. Pioneer inspection model.

To execute this conceptual model, inspectors, developers and users have to communicate during the process using a proper tool. Also, those involved in the inspection process should have good technical knowledge and expertise on tools, methods, and inspection of artifacts. In order to assess the effects of defects property, the model suggests designing and using a comprehensive database. The phases of the aforementioned model are explained as below.

5.1. Preparation

The initial stage of the inspection process involves preparation of the environment, and appointing the inspectors. In this phase, the inspectors are selected based on the required skills, and the specifications of the inspected artifacts. The inspection team and the team organization structure are then arranged in a centralized, decentralized or distributed structure. The responsibilities, roles, and duties of each member of the team are also identified. Following this, the specifications and, in some cases, the artifacts are distributed among team members or to the inspection team. Finally, quick flash test is conducted to ensure that the inspectors are conversant with the situations, and knowledgeable to respond accordingly.

5.2. Designing Defect Plan

Proper resource allocation, scheduling and goals determination are crucial to the success of an
inspection process [7]. In this phase, the first step is to
define the profile and access right of the inspectors. The
next steps include defining an appropriate schedule, and a complete charter that includes provisions for: Collaboration method, resolving possible disagreements, determining milestones and, collaboration protocols.

5.3. Generative Inspection Procedures
This phase involves repeating of the two complementary sets:

5.3.1. Detect Diagnosis
The first set contains the required actions to identify and recognize the defects. The main functions of Detect Diagnosis (DD) are performing inspection procedures; defect detection; explaining the details of each defect; sketching the cause and effect diagrams and updating the defects databases.

5.3.2. Defect Removal
DR is the second routine set, and it is considered the most specific attribute of the proposed model and makes the model intelligent and generative, and it also satisfies the main goal of the inspection process, which is defect removal. The other supplementary functions of this phase are: Removing defects from artifacts and preparing a new version; updating related documents; defect plan; and creating defect report.

5.4. DD and DR Swapping
As mentioned above, the two sets that constitute intelligent inspection must be run iteratively and periodically. The iterative execution feature makes it possible to remove newly-arisen defects, while detecting other defects. The key factor is to recognize when the cycle should be broken, and when to enter into the last phase. However, this should be considered in the defect plan as certificate instruction and termination criteria.

5.5. Defect Database
The actions of the two sets, DD and DR, are carried out by using a database that contains the related rules and facts of defects. The potential defects and their causes are stored in this database, and when a defect is detected, the inspectors establish, reform or modify the rules. The use an inference engine may help the inspectors in their tasks. This inference engine could alert the inspectors about the possible defects and shows the possible causes (if any defect is found).

5.6. Inspection Process Evaluation
As there is a specific plan for each inspection, the evaluation process should be done according to the plan. Thus, the first step of the last phase is to customize the evaluation metrics. The second step is to finalize the evaluation formulas according to pre-defined criteria. The next step is to put data into the related formula and to analyse them. The results of these evaluations can be useful for future inspection plan designing and for improving the methods used in evaluation. It adds the learning feature to the system, which is the special attribute of an intelligent model.

5.7. Involved Professionals in Inspection Model
Users, software developers, independent and internal inspectors are the people involved in the inspection process. The use of web-based distributed tools and collaboration framework not only facilitates the inspection process, but also prevents gaps and overlaps in the task carried out. Another advantage of using this kind of environments is that it involves the inspection process employers from different time zones, different geographic locations. Finally, it can be said that the integrated environments supported by a relational or networking database are more suitable for conducting the experiments of the projects, when compared to some traditional document-based approaches.

6. Comparison the Proposed Model With the Current Similar Models
The features and characteristics of the current software inspection model are compared with the capabilities of the proposed model as shown in Table 1. None of previous model has a systematic policy, mechanism, or procedure to provide learning for the model. Putting the finding the defects with corresponded cause and effect schema, provide learning to the system that after each execution empowers the inspectors through providing more classes, instances and cause-effect relations.

Table 1. Comparison of the proposed model features with the current models.

<table>
<thead>
<tr>
<th>Inspection Method</th>
<th>Team Size</th>
<th>Multiple Sessions</th>
<th>Meeting</th>
<th>Detection Method</th>
<th>Learning</th>
</tr>
</thead>
<tbody>
<tr>
<td>Proposed Model</td>
<td>Small</td>
<td>✓</td>
<td>✓</td>
<td>Dynamic Checklist</td>
<td>✓</td>
</tr>
<tr>
<td>Two-Person</td>
<td>Small</td>
<td>✓</td>
<td>✓</td>
<td>Ad-hoc / Checklist</td>
<td>X</td>
</tr>
<tr>
<td>Fagan</td>
<td>Large</td>
<td>✓</td>
<td>✓</td>
<td>Ad-hoc</td>
<td>X</td>
</tr>
<tr>
<td>Ad-hoc</td>
<td>Large</td>
<td>✓</td>
<td>✓</td>
<td>X</td>
<td></td>
</tr>
<tr>
<td>Structured Walkthroughs</td>
<td>Large</td>
<td>X</td>
<td>✓</td>
<td>Ad-hoc</td>
<td>X</td>
</tr>
<tr>
<td>N-Fold</td>
<td>Small</td>
<td>✓</td>
<td>✓</td>
<td>Ad-hoc</td>
<td>X</td>
</tr>
<tr>
<td>Meeting-Less</td>
<td>Large</td>
<td>X</td>
<td>✓</td>
<td>Variety</td>
<td>X</td>
</tr>
</tbody>
</table>

7. ArSeC an Automated Inspection Tool for DD
ArSec is an automated software inspection system was developed to detect potential defects in the early phases of software development, as well as to facilitate the process of recording the defects. It has a database to store defects frequently detected in the requirements
analysis phase and design phase. The database also stores information on the potential causes of each defect, thus preventing such defects from occurring. Figure 4 shows a snapshot of the ArSeC tool in accelerating and supporting the inspection process of software. In addition to defining the phases of each project, this tool provides facility for classifying the defects. The tool can also generate various checklists that are related to inspection of each artifact.

Some capabilities of the ArSeC is presented in Table 2. The capabilities and services of the ArSeC compared with the characteristics and capabilities of the other inspection tools [11]. Although, “sending emails” is supported by most of current inspection tools, only compass and EMS, plus ARSeC provides scheduling as an important feature for managing the inspection sessions. The most important point here is that except ArSeC that is designed to work under web, only two inspection tools are web-based and other at last work on a network. Authorization and authentication is another unique feature of ArSeC. The inspection in ArSeC is assumed as a formal process. Therefore, every user despite of his role have to be defined by an authorized person and investigated for validation through an authentication process includes passcodes (changes regularly), security questions and IP checking. Automated analysis is another important service that is available in ArSeC and before is presented by CSI and ICICLE inspection tools before in a limited form. ArSeC analyses the corresponded inspection data and draw a chain of cause and effect relations in form of a graph. Although, voting facilities are provided by most of current inspection tools, for the first time weighted voting is supported by ArSeC. In a fuzzy logic schema, each get a rank based on his experiences s well as skillfulness. So weighted voting could be assumed as a supporting for such a schema. Finally, only EMS inspection supports an inspection process among current inspection tools, while ArSeC, developed to support the Pioneer inspection process and deliver the necessity requirements of that.

| Table 2. Comparison of ArSeC capabilities over current inspection tools. |
|--------------------------|--------------------------|--------------------------|--------------------------|--------------------------|--------------------------|--------------------------|--------------------------|
|                         | ArSeC | Compass | WIP | ICICLE | Inspeke | CSI | Scrutiny | Hypoab |
| Scheduling Support      | ✓     | ✓       |     | ✓     | ✓       | ✓  | ✓         | ✓  |
| Web-Based               | ✓     | ✓       | X   | ✓     | X       | ✓  | ✓         | ✓  |
| Distributed Meeting     | ✓     | ✓       | ✓   | ✓     | X       | ✓  | ✓         | ✓  |
| Defect Classification    | ✓     | ✓       | ✓   | ✓     | ✓       | ✓  | ✓         | ✓  |
| Checklists               | ✓     | ✓       | X   | ✓     | ✓       | ✓  | ✓         | ✓  |
| Data Collection          | ✓     | ✓       | ✓   | ✓     | ✓       | ✓  | ✓         | ✓  |
| Automated Analysis       | ✓     | ✓       | ✓   | ✓     | ✓       | ✓  | ✓         | ✓  |
| Weighted Voting          | ✓     | ✓       | ✓   | ✓     | ✓       | ✓  | ✓         | ✓  |
| Process Support          | ✓     | ✓       | ✓   | ✓     | ✓       | ✓  | ✓         | ✓  |
| Synchronous Facility     | ✓     | ✓       | ✓   | ✓     | ✓       | ✓  | ✓         | ✓  |
| Authorization and Authentication | ✓     | ✓       | ✓   | ✓     | ✓       | ✓  | ✓         | ✓  |

8. Case Studies

Artifacts in the requirements analysis phase and design phase of six software projects of two different companies were inspected using ArSeC tool. Two groups of inspectors with similar expertise and experience conducted the inspections. Researchers recommended a competence evaluation test to validate the experiments [14]. Therefore, a competence evaluation test was conducted to confirm the sameness of the two groups in terms of their individual capabilities, experiences or artifact type do not affect the findings of the inspection. Following tasks ensures the competence evaluation test:

- **Criteria 1**: Some artifacts of each project were formally inspected by group A and some by group B.
- **Criteria 2**: Some artifacts of each project were inspected, using the ArSeC, by group A and some by group B.
- **Criteria 3**: Chairmen of groups A and B were continually swapped.

8.1. Data Collection

Table 3 shows the data collected from the two conducted case studies. This data was collected from inspecting 84 artifacts in two software projects. The selected artifacts were the requirement forms including information required for system analysis obtained using fact-finding techniques such as interviews, observation, questionnaires and review recordings. The Design phase artifacts were the UML diagrams. The most important defects found by the inspectors in the requirement analysis phase and the design phases relate to the system specifications.

Forty eight artifacts were inspected formally by group A and 48 artifacts were inspected by the same group using ArSeC tool. Group B also inspected 48 artifacts using the formal inspection method, and 48 using the ArSeC tool. Of the 96 artifacts inspected, 16 are related to each project from A to F. Projects A, B, and C are conducted in company A and projects D, E and F are done in company B.
8.2. Discussion and Results

As it shown in Table 4, the number of defects detected by group A using the formal inspection method is less than 60% of the artifacts detected by group B using the proposed tool, ArSeC. The number of defects detected by group B using the formal method is less than 52% of the artifacts detected by group A using the proposed ArSeC tool. Therefore, the first finding can be attributed to the similar level of capabilities of the two groups of inspectors.

Table 4. Comparison of the proposed model efficiency with the formal model.

<table>
<thead>
<tr>
<th>Inspected Artifact</th>
<th>No. of Defects Found by New Tool (Team A)</th>
<th>No. of Defects Found by Formal Method (Team B)</th>
<th>Effective Percentage</th>
<th>Inspected Artifact</th>
<th>No. of Defects Found by New Tool (Team A)</th>
<th>No. of Defects Found by Formal Method (Team B)</th>
<th>Effective Percentage</th>
</tr>
</thead>
<tbody>
<tr>
<td>Artifact No. 1</td>
<td>10</td>
<td>7</td>
<td>42%</td>
<td>Artifact No. 7</td>
<td>7</td>
<td>6</td>
<td>16%</td>
</tr>
<tr>
<td>Artifact No. 2</td>
<td>3</td>
<td>2</td>
<td>50%</td>
<td>Artifact No. 8</td>
<td>4</td>
<td>5</td>
<td>-20%</td>
</tr>
<tr>
<td>Artifact No. 3</td>
<td>4</td>
<td>4</td>
<td>0%</td>
<td>Artifact No. 9</td>
<td>2</td>
<td>2</td>
<td>0%</td>
</tr>
<tr>
<td>Artifact No. 4</td>
<td>9</td>
<td>5</td>
<td>80%</td>
<td>Artifact No. 10</td>
<td>6</td>
<td>3</td>
<td>100%</td>
</tr>
<tr>
<td>Artifact No. 5</td>
<td>6</td>
<td>4</td>
<td>50%</td>
<td>Artifact No. 11</td>
<td>5</td>
<td>3</td>
<td>66%</td>
</tr>
<tr>
<td>Artifact No. 6</td>
<td>11</td>
<td>7</td>
<td>57%</td>
<td>Artifact No. 12</td>
<td>7</td>
<td>5</td>
<td>40%</td>
</tr>
<tr>
<td><strong>Total</strong></td>
<td>43</td>
<td>29</td>
<td>48%</td>
<td><strong>Total</strong></td>
<td>31</td>
<td>24</td>
<td>29%</td>
</tr>
</tbody>
</table>

The results show that by using ArSeC tool, the inspectors were able to detect the defects faster. The defect detection is 35 minutes for each defect for group A using formal inspection, but 23 minutes for each defect for the same group using the ArSeC tool. These Figures show a 37% improvement in the defect detection rate when ArSeC is used for inspection. Defect detection rate is 31 minutes for each defect for group B using formal inspection. This shows 19 minutes saving for finding each defect, which means a 40% improvement. It is clear that group B is less efficient in detecting defects. However, considering the overall performance of both groups and using both methods, this difference in the detection rate is not significant and thus, has no impact on the research findings as shown in Figure 5.

9. Conclusions

Defects those are not detected in the requirements analysis phase and the design phase of software development, will impact on the quality of the software system and even lead to software failure [5]. This research proposed a software inspection model with the aim of improving the inspection process. This inspection model was established based on the good features found in other software inspection models. The key focus of this proposed model is on inspecting artifacts in the requirements analysis phase and the design phase of software development.

The proposed model was evaluated by conducting case studies conducted in a software company and an industrial company. The data to be used in the evaluation process was collected from six projects [10]. The evaluation was based on number of defects detected in each artifact; defect density; inspection time; defect finding efficiency; and inspection rate.

One of the objectives of this research is to give technical and professional support to software inspectors by providing a comprehensive web-based tool. Potential DD in previous projects can assist inspectors in inspecting artifacts. Recording the information from any inspection minimizes human errors and avoids repetition. A tool, ArSeC, was

![Total Detected Defect](image-url)
developed to support the model and to facilitate the inspection process. The findings of the case studies show that ArSeC helps to make the software inspection process more efficient. The defects database is a very useful feature of ArSeC. As more defects detected in every project, is added to the database, it becomes more comprehensive, and the efficiency of software inspection process will improve from one project to the next.
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